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Задание 1

Написать параллельную программу, вычисляющую ln 2 по формуле ![](data:image/x-wmf;base64,183GmgAAAAAAAGALwAQACQAAAACxUQEACQAAA0sCAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwARgCxIAAAAmBg8AGgD/////AAAQAAAAwP///7X///8gCwAAdQQAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAcAAAA+wK8/QkBAAAAAJABAAAAAgACABBTeW1ib2wAADYUCqiI7xIAWLHzd2Gx83cgQPV35hxmfgQAAAAtAQAACAAAADIK5gF2BgEAAAAoeRwAAAD7Arz9CQEAAAAAkAEAAAACAAIAEFN5bWJvbAAAMQkKLIjvEgBYsfN3YbHzdyBA9XfmHGZ+BAAAAC0BAQAEAAAA8AEAAAgAAAAyCuYB6wgBAAAAKXkIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAKQAmYGBQAAABMCkAICCxwAAAD7AsD9AAAAAAAAkAEAAAACAAIAEFN5bWJvbAAANhQKqZjxEgBYsfN3YbHzdyBA9XfmHGZ+BAAAAC0BAgAEAAAA8AEBAAgAAAAyCkkDggQBAAAA5XkcAAAA+wIg/wAAAAAAAJABAAAAAgACABBTeW1ib2wAADEJCi2Y8RIAWLHzd2Gx83cgQPV35hxmfgQAAAAtAQEABAAAAPABAgAIAAAAMgpfBCoFAQAAAD15CAAAADIK9gD1CQEAAAAteRwAAAD7AkD+AAAAAAAAkAEAAAACAAIAEFN5bWJvbAAANhQKqpjxEgBYsfN3YbHzdyBA9XfmHGZ+BAAAAC0BAgAEAAAA8AEBAAgAAAAyCukBBAcBAAAALXkIAAAAMgoAAyEDAQAAALt5HAAAAPsCIP8AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d+YcZn4EAAAALQEBAAQAAADwAQIACAAAADIKagEWBQEAAABueQgAAAAyCl8EqwQBAAAAa3kIAAAAMgr2AHYJAQAAAGt5HAAAAPsCQP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d+YcZn4EAAAALQECAAQAAADwAQEACAAAADIKWwRECAEAAABreRwAAAD7AiD/AAAAAAAAkAEAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XfmHGZ+BAAAAC0BAQAEAAAA8AECAAgAAAAyCl8ElwUBAAAAMXkIAAAAMgr2AGIKAQAAADF5HAAAAPsCQP4AAAAAAACQAQAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAFix83dhsfN3IED1d+YcZn4EAAAALQECAAQAAADwAQEACAAAADIK6QEgCAEAAAAxeQgAAAAyCgAD2gEBAAAAMnkIAAAAMgoAAzIAAgAAAGxuCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AfuYcZn4AAAoAIQCKAQAAAAABAAAAtPMSAAQAAAAtAQEABAAAAPABAgADAAAAAAA=) (*N* ≤ 5∙109).   
Реализовать а) с использованием парных операций, б) с использованием коллективных операций.

Замерить среднее время выполнения программы для *n* = 108, 5∙108, 109 (на каждое – не менее 3 запусков) для 1, 2, 4 и 8 процессов. Вычислить среднее ускорение для 2, 4 и 8 процессов. Рассчитать эффективность параллельного алгоритма. Построить графики ускорения и эффективности.

Сравнить результаты использования парных и коллективных операций.

Код:

|  |
| --- |
| #include <iostream>  #include <math.h>  #include <mpi.h>  using namespace std;  int main(int argc, char\* argv[])  {  int proc\_rank, proc\_num;  long long N;  double sum = 0;  MPI\_Status st;  MPI\_Init(&argc, &argv);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &proc\_rank);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &proc\_num);  double start, end;  if (proc\_rank == 0)  {  // вводим n и рассылаем всем процессам  std::cout << "input N: ";  N = pow(10, 8);  cout << N << endl;  //std::cin >> N;  start = MPI\_Wtime();  for (int i = 1; i < proc\_num; ++i)  MPI\_Send(&N, 1, MPI\_LONG\_LONG, i, 0, MPI\_COMM\_WORLD);  }  else  {  MPI\_Recv(&N, 1, MPI\_LONG\_LONG, 0, MPI\_ANY\_TAG, MPI\_COMM\_WORLD, &st);  }  // считаем значение  for (long long k = proc\_rank + 1; k <= N; k += proc\_num)  sum += (((k - 1) & 1) == 1 ? -1.0 : 1.0) / k;  // отправляем главному процессу  if (proc\_rank == 0)  {  double tmpsum;  // собираем значения других процессов и вычисляем результат  for (int i = 1; i < proc\_num; ++i)  {  MPI\_Recv(&tmpsum, 1, MPI\_LONG\_LONG, MPI\_ANY\_SOURCE, MPI\_ANY\_TAG, MPI\_COMM\_WORLD, &st);  sum += tmpsum;  }  end = MPI\_Wtime();  std::cout << "time to sum = " << end - start << "s\n";  printf("Result: %.10f", sum);  }  else  {  MPI\_Send(&sum, 1, MPI\_LONG\_LONG, 0, 0, MPI\_COMM\_WORLD);  }  MPI\_Finalize();  return 0;  } |
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Автоматически созданное описание](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  #include <math.h>  #include <mpi.h>  #include <chrono>  int main(int argc, char\* argv[])  {  int proc\_rank, proc\_num;  long long N;  double sum = 0;  MPI\_Status st;  MPI\_Init(&argc, &argv);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &proc\_rank);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &proc\_num);  double start, end;  if (proc\_rank == 0)  {  // вводим n  std::cout << "input N: ";  std::cin >> N;  start = MPI\_Wtime();  }  // рассылаем всем N  MPI\_Bcast(&N, 1, MPI\_LONG\_LONG, 0, MPI\_COMM\_WORLD);  // считаем сумму  double tmpsum = 0;  for (long long k = proc\_rank + 1; k <= N; k += proc\_num)  tmpsum += (((k - 1) & 1) == 1 ? -1.0 : 1.0) / k;  // собираем значения в сумме и выводим результаты  MPI\_Reduce(&tmpsum, &sum, 1, MPI\_DOUBLE, MPI\_SUM, 0, MPI\_COMM\_WORLD);  if (proc\_rank == 0)  {  end = MPI\_Wtime();  std::cout << "time to sum = " << end - start << std::endl;  printf("Result: %.10f", sum);  }  MPI\_Finalize();  return 0;  } |
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Автоматически созданное описание](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAQoAAABNCAIAAADRg73+AAAAAXNSR0IArs4c6QAAD5RJREFUeF7tXU1sHEkVbuecXf7hYNk5rCeOoghx4DK2keK92b7kNAcnYAGSf8KPfWAECckpYSM0HOxdaf0jIWRt1oc5BQmP+c0EZHsOCPEXrTaZ2UMcjACBgCtrx7xXP93V3VXV1TPjidvzWlZid1e99+qreq/e665X5Xl0EQKEACFACBAChAAhQAgQAoQAIUAIEAKEACFACBACJxGBHpNQ3/v+D1LJ+91vfytVeSpMCJx8BM60IuIXhoegOv+XLkLg9CFgU4//7n7mP9uf/vdvPvWvX3/yn9VP/ONXH//7Lz72t5999K8//ch+5dW//OTVje/8+dmPz75T/KMOl+nKUX1RKM7QYv3oqDJ9+uBrrUUAkQYWBhaDDn/zMWyNlak2E8HERO1CJAB/Qye2KlWUqqCMcujgSG63JNiqYBpONvU4+PAQfw7g3xfwc3iAPwfwL/tTPGVl7E2YruxMbA73jK8lt7TrSjQauaI0Irzx07fmBwQMuwu5ntzC7vGBMl1ZHdua6WFMNKN27cHWwPlLPvvpK2NbD9a8tksFw3rVAynwGn56Ea2oToUSYWi7YJ5nUw9UBlCD/71Y+vmX3/zlVwJ9OHixujPDn3JVsUjO236snZyI20kuUK97EwXFO8UxuLXVOYkbTx+bmT1+2hi7Iid9oR3tF+3S+QFfit2FhZNkRRNmj8ODw7cefnV2ZHVmaEXMIWzeAIzgX3h6ePji6MWREbICmzjUeYO5DuF5VDUVMZdMnXE1dYGzcld4CVbbEyWiVvcn9zhNNGix+d+/x10gn6/vNQWSBC5TGKynd0v1+VtyCA4tFnNLdx/IIhY08FGlIn1WDTLBLeHVRssAhdUxb2B+B1Bb9H8P+cC75U1fPwLt8KWKsND3ow63MAQ4Sc2vB3NoIBgTxjA8JPP64kUNXPqhklq1rbOHnBnERIFe1uEPf3v98MPDL372zfU/fOPIrBdMkIH5+bGtkuodgJ81X+fz6PBSbtXiWEP7mEvGLqZflrqNJSw442B040RwSmZ1ORFflaM018a5LDNbY4o7hKUifKWvEHImp29NeA1978DokCZ6qDDhbZY13lQcDYQ393SKCaxDBnw0AbQJPWiQaHVuYcH/PewDo37kLjLV556VekVZGJqnxS1UFiQZ3pzYkcYpEMzskAdNnvImxqKc3YdZgsIkxx5sosCQg4cfoBhcK+CXd/70TSv5xtJMWAeGLuY8CfLuQinwbNGGsQvsGbtgoAyENctYF+bm+nvRIeUTDL8QMBKJtENHU5hBKSEfMjHOE+vR+ZJp9qpXKtUNYK3dXeIBCI63kDWRFeJo4JOG0CRto9AvUsyPa8OjIoJ+MOcP6sfcsAgL01CI46YpyYwUWky3NzgoztJdpq04jiIEm21sXC67emBo8aXPvfWj331t/fdf505UkkqEWTxeyM3U53cSX1pxU+04A4RZwBjV+M+CYNjUJ5iK4HGcZhA+Di/JWUDnjENU3VDDWaR5abHozdheTPAxOM0cq3Z53my8TXnrzb0MCqAQsummNRcWOtyM3bC7MLWkBDvO3XV8Be2huQgtYKKAHy6E/0vkd6OIa+OBG7X7Xt3zHYnFYmy6DvVKQ3ViwEro6+JI1vojWoHcBNDQ9MNHNOSctDZUbWxO5WY81WscmF+d2EwY9WAB6/Or83rHCi0kxgCRN1wKVkZUYQCDNqN35NZwHWaoHxbZAhYezCbSMgA2nJYGtxiT6UX/AwCAq5ukYmShOQMiYoNwLepcNd/YqGw29UgKLVyVFhDEKQQDDa4rzI3S+CAqQVFJCeLjdTH+Ws0tTWnefQrnCt5bhr2VRAEMNMEB8pgDuH6+jrMHDx/HWFN4gBvMkMADPWkZWDW0AkbAA/qNiKh2NNSnukbJiBhiPYZAYsNZgAwtjM30qJu+I6eyjbJAN4cjcnTFEw5PFDfdmFl777xwrTEwZS85VWF0ZKE54BgwXuveZizmTGys69ClRSWuSIXLwdC48iCIHCN/NkeTahECpwQB/gHZvyJ/npJGUjMIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAECAECAFCgBAgBAgBQoAQIAQIAUKAEDj1CPScPXv21DeSGkgINIdASzuVNMeSahECWUGA1CMrPUVyvgQEhHr09Fy4/u6jR+9ev9BjXMP7EqQjloTAS0WgQ7PHxD1UPZeWcj19dG+CF+7p4VWbVFqh9kAurPZAVFxhi5CV+y5IUpnWERDqcXT0/ttXL1+++vb77cqBakm0/f3+yaZVwucMmlWt3vZ2ahFZQAeK/eXZUbhmy15h5Y1xXiAr91uCliqnQQDVg9trvKTNZmYbb9+b8O2pMOFJ94WZl0ZfTAbFvNdbWIlzMYi6t7GxN/z6YPypuxMIJecmvdLoteVnITIwHY3k98t3lsEQgFFYvlPez6MqZuV+ms6lsq0igOrBJo7Ls+X9OLF8cfL57Ch76hWmhJWFYvliEYaeuH97zhKxcOKlmrdfnoVf8LqxmSx1ZXuvMBXxiJJrKSXYfHhjMz4Zjo/kvb1nT5jnduH6/ZVCr9fb95rnZeV+KhSocGsIJMQetdI18LeAxZNne17/OV8NaqVRGHp4f3mj1qs19K3J5VXWy/2Tc9EJpD1O4P7zDwbnYMasrgzvzCpmISv3W4SWqjsj0KHQ3FmeoCAont7BaoJWpAr4eagYMPtdXWbTiLiycr91BIiCGwItq8fguX7pq7hxdC11dLSJDlbg0LlWTCj3wXNwIv1Z0Rt8fbgXZg3Py8r9NsFAZFwQaFU9xqcKvbVtcPHB7QH/Kz+Cwxl9egjGlQvGHrhgaT+qoIM1MqLScQ/NTY2HkGSj5uUnRbzE5N/AF3YZue/SqVSmXQj0vPLK5+dYfBpctRJEz/jm5/5K34aIMfAlKUTp18AZGQyVZ4V5XRnpwq+10uzzydvenWv4gggfMWqCi1Il3gxGBNjeBJWTtSCqFyGQuOPBDUHZAgS+qA0pKURMKllWVZXfIKRJ+Jd1v119T3QSEUi9JDGiNokMqAAhkF0EWnWusttykpwQSESA1CMRIirQvQikdq66FypqefchQLNH9/U5tdgZAVIPZ6ioYPchkKAerX9n6D5IqcWnBwGhHu75GO1t+svi295WxKmZ8kZMfLXlWa5LkJai1pV5LPhUTaQx8TXlvZjuAy+x1rq7M+QSZo/2LAE87sF4wuib8kYsuqHNPxl/QyyLZmkpt/0EGPxyWsVPp3wBNCTpcMomvqa8F9N91A34Qnq7sFeLpsqcMKSPXZwzPNlDm4+hzwOBTrh3nWeIyGyQIJvP3Wpa+KqmEZkk5feGy2MF3sEsXyWaf4IW2Sx/63ib8kZMlC3lN2/AggR2zOmThzu4KEesX4aFMLBsQDySdM35Kqa8F/19Tm8QlMMrr2+3jke2KZyx5GMY80DyBTBdkMLBskFgQTjLl+DWyytxk1baC7LwtAiZ+PKv8rCeltOZLfcX79vySURf7gm+LJ0k4TxpzyB/e3rSlDdiou5U/rW+XrHwk6vBjjelZgMjbQMdU96LMR+GuVWoHHdCq5nbA07WqDT15mq/vF5hK1xrGxzC/nODwnrBA3bBasL9/Eii4dfAhUtoJV33fJJUvHTyW6y7HwBo09M1FU15IyYeSeXBy4IERwktUOkt9G1z8zHK7JDAOYmO4+Bks9MdnufT5VdT6qHFDFe2Q8JElY+hKq4/BK1JDy8YSrbAXF642JfPTqYLJiKcZKqMtZIPnJ63pgasq78hshzlf4kZ+aa8EZNA1vLgI6JysOxfSUDRlcp2zcc5LV+dPOB8QiBEMwfHpn3qgfmEsLRWxIsyaExvgaLqEFUX7RjjrhpurdBfbK+GqK+PnGYPU96ISTes5UE3VjDQEAuWJQ2dvUjL1yAP+mho5dDWVHlIWq36IVxbLE6GiAj1aC4fQ20nZi/VetOmL2n4YhgK6RgyDEW/YuehmtNnRhf8aajMn9vzT9x7KO3sYcob4RylsgXvGyzlwZDHdYPhHOSrDM5NcnzsfN3bq86VGF+ixRNJDe5ETk1JoR5PYMcO2NJG8U/810HoJeWLLn5L5SYz3v7l4OfE+eLuIdfQoeZk8I2nNbUj8toKg/qbavyD8uBbUO1OE8fTjYiDBBPfVSRtPaEtD4oElgHDDOmv+i/x1PLYXomPiS9/nYhTAXQkdrFQTtP940Elk1RpSWImu42E7gwC7Ys9OiMvcSEEOogAqUcHwSZWWUOA1CNrPUbydhABUo8Ogk2ssoYAqUfWeozk7SACnVAP7dLGDraRWBECTSIQ2+cK95RK3kKqCW74AbhvI/IRAF69w6pGf0l2E2R5lWBLKzf51S2qoAYXwLRvlbpfll+Y85VVxA5aqvxi1y8pj7IJmCyliBqnYynPPqUHG5OpImnb1TSqVFHMHnz79Mh5F1lBJ21+hTZfQl0pzBen+GlG/ofkUbYAUF0krz0/RKhNOF+CH6DiX/A9Gpbgij3ydOeQWMoD/WC7eyXfw5QHkpV+PIFyhpwrsShD2YndkMUWuEtsEaAtv8LUZku+Bx9ejoe5pc2vAOLafAm22a5YKYxf7tnG85FdT/mCDr7Q0nR+CG+vPV9CXd1spyPnKHYmibJkV4uqvl0ncNBlR6SQekC3wZazsISHWzVT/gb2far8Ch0cTZ77ESfllC8RVDPmS2BKhXLpFgqDzk7mAxXSnx/ikC+BC6XYxr7Az5J34UujljcNLWO7sjMWT6CkQj340U3VKmZvSkc8ZLGi+Rup8ivStztdEm/qPAddvgSuDOc7aItUUlVbxPIkXCG4rjlSJ9xAe74Es0FARiwMS8RGWz44aiuUC27IA0nkQQUMCIRiD0wA5AME/QNj/sax5lc001Op8xw0+RLgOLEVlWwhN5xIuBE6LMsPPzb6VuwL5hPzJfw1to4tjZdXoxgMhoJsSkMeiCMnKhZDIORcsSmiKEJPa/7G8eVXpO6jZvIc9PlVSjR8ddnr4wczROTh2UeWkxjs+RLcfQX/zPGI08TyKE/QmoS8sdTYdn2FcGiunHHhkr/Ren6FKc/EPTRPnV9hyJdQRwJu4QFuplwY7z9iYTSeTGgZ3PZ8CTYVuDtWEOLbygt5xPkq+jyQrh/hLQEgvntA1oAIOdhplHvs6MDQdwDgopz7Ebx2V1/ei5MsWVF5vkf0PBBJh0udcESG2zkelsNDMGsCEx1C3yVC5RX5tR9PIiCoHxlM54cE6iQPRREvcBVs1U4znkOiK2+Rx9SulgZId1emfI/u7n9qvRWBTiwqoS4gBDKKAKlHRjuOxO4EAqQenUCZeGQUgf8DAa0W5RSHU+sAAAAASUVORK5CYII=)

Парные операции:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Размер, n | Число процессов | | | |
| 1 | 2 | 4 | 8 |
| 10 8 | 0,254 | 0,13 | 0,0669 | 0,034 |
| 5 \* 10 8 | 1,281 | 0,651 | 0,328 | 0,166 |
| 10 9 | 2,550 | 1,293 | 0,655 | 0,33 |

Таблица 1 – Время работы в секундах

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 10 8 | 1,95384615 | 3,90769 | 7,47059 |
| 5 \* 10 8 | 1,96439628 | 3,90462 | 7,64458 |
| 10 9 | 1,97209302 | 3,91385 | 7,70909 |

Таблица 2 – Ускорение работы

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 10 8 | 0,962 | 0,776 | 0,462 |
| 5 \* 10 8 | 0,982 | 0,776 | 0,484 |
| 10 9 | 0,993 | 0,723 | 0,492 |
| Таблица 3. Эффективность для парных операций. | | | |

Коллективные операции:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Размер, n | Число процессов | | | |
| 1 | 2 | 4 | 8 |
| 10 8 | 0,254 | 0,13 | 0,0669 | 0,034 |
| 5 \* 10 8 | 1,281 | 0,651 | 0,328 | 0,166 |
| 10 9 | 2,55 | 1,293 | 0,655 | 0,33 |

Таблица 4 – Время работы при коллективных операциях

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 10 8 | 1,95384615 | 3,79671 | 7,47059 |
| 5 \* 10 8 | 1,96774194 | 3,90549 | 7,71687 |
| 10 9 | 1,97215777 | 3,89313 | 7,72727 |

Таблица 5 – Ускорение работы

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 10 8 | 0,962 | 0,776 | 0,462 |
| 5 \* 10 8 | 0,982 | 0,776 | 0,484 |
| 10 9 | 0,993 | 0,723 | 0,492 |
| Таблица 6. Эффективность для парных операций. | | | |

Как видно из таблиц и графиков, разница между парными операциями и коллективными на уровне погрешности из-за того, что в ОС запущены прочие процессы.

Задание 2

Написать параллельную программу, проверяющую, является ли заданный массив размера *N* (*N* ≤ 5∙108) упорядоченным. Замерить среднее время выполнения программы для *N* = 108, 5∙108 (на каждое – не менее 3 запусков) для 1, 2, 4 и 8 процессов. Вычислить среднее ускорение для 2, 4 и 8 процессов. Рассчитать эффективность параллельного алгоритма. Построить графики ускорения и эффективности.

Код:

|  |
| --- |
| #include <iostream>  #include <math.h>  #include <mpi.h>  #include <string>  #include <algorithm>  using namespace std;  const int answerTag = 0;  const int feedbackTag = 1;  // 1 - по возрастанию, -1 - по убыванию, 0 - массив равен, INT\_MAX - разные  int checkArray(int\* arr, int size)  {  int result = 0;  for (int i = 1; i < size; ++i)  {  int temp = 0;  if (arr[i - 1] < arr[i])  temp = 1;  else if (arr[i - 1] > arr[i])  temp = -1;  if (result == 0)  result = temp;  else if (result != temp && temp != 0)  {  result = INT\_MAX;  break;  }  }  return result;  }  int main(int argc, char\* argv[])  {  int proc\_rank, proc\_num;  MPI\_Status st;  MPI\_Init(&argc, &argv);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &proc\_rank);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &proc\_num);  double start, end;  int n;  int\* arr = NULL;  if (proc\_rank == 0)  {  std::cout << "Input N:";  n = pow(10, 8);  cout << n << endl;  //std::cin >> n;  std::cout << "Choose:\n1. Random\n2. Ascending\n3. Descending" << std::endl;  int plan;  std::cin >> plan;  if (plan < 1 || plan > 3)  return 0;  // заполняем массив так, как нам надо  arr = new int[n];  for (int i = 0; i < n; ++i)  {  if (plan == 1)  arr[i] = rand();  else if (plan == 2)  arr[i] = i;  else arr[i] = n - i;  }  start = MPI\_Wtime(); // записываем время начала рассчета  for (int i = 1; i < proc\_num; ++i) // отправляем размер всем  MPI\_Send(&n, 1, MPI\_INT, i, answerTag, MPI\_COMM\_WORLD);  }  else  {  // принимаем размер n  MPI\_Recv(&n, 1, MPI\_INT, 0, answerTag, MPI\_COMM\_WORLD, &st);  }  int\* sendcounts = new int[proc\_num]; // кол-во элементов  int\* displs = new int[proc\_num]; // смещение  int remainder = n; // остаток  for (int i = 0; i < proc\_num; ++i)  {  displs[i] = i > 0 ? displs[i - 1] + sendcounts[i - 1] - 1 : 0; // смещение = смещение старого значения + кол-во элементов у пред. элемента - 1  sendcounts[i] = ceil(remainder / (double)(proc\_num - i)) + (i != proc\_num - 1 ? 1 : 0); // кол-во элементов = остаток / кол-во оставшихся процессов + (если процесс не последний, то добавляем границу следующего)  remainder = remainder - (sendcounts[i] - 1); // остаток = остаток - (кол-во элементов - 1)  }  // буфер для приёма  int\* buff = new int[sendcounts[proc\_rank]];  // распределяем между процессами  MPI\_Scatterv(arr, sendcounts, displs, MPI\_INT, buff, sendcounts[proc\_rank], MPI\_INT, 0, MPI\_COMM\_WORLD);  // получаем результат  int res = checkArray(buff, sendcounts[proc\_rank]);  // если главный процесс и упорядочено, то получаем значения других процессов и смотрим результат  if (proc\_rank == 0)  {  if (res != INT\_MAX)  {  for (int i = 1; i < proc\_num; ++i)  {  int temp;  MPI\_Recv(&temp, 1, MPI\_INT, MPI\_ANY\_SOURCE, feedbackTag, MPI\_COMM\_WORLD, &st);  if (res == 0)  res = temp;  else if (temp != res && temp != 0) // если значения не совпадают, значит массив не упорядочен  {  res = INT\_MAX;  break;  }  }  }  end = MPI\_Wtime();  std::cout << "Time: " << end - start << std::endl;  std::cout << "Res: " << (res != INT\_MAX ? (res == 1 ? "Ascending" : "Descending") : "FALSE") << std::endl;  }  else  {  // отправляем результат главному процессу  MPI\_Send(&res, 1, MPI\_INT, 0, feedbackTag, MPI\_COMM\_WORLD);  }  // чистим память  delete[] sendcounts;  delete[] displs;  delete[] arr;  delete[] buff;  MPI\_Finalize();  return 0;  } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Размер, n | Число процессов | | | |
| 1 | 2 | 4 | 8 |
| 10 8 | 0,286 | 0,180 | 0,133 | 0,115 |
| 5 \* 10 8 | 1,443 | 0,909 | 0,666 | 0,576 |
| Таблица 7 – Время работы алгоритма, сек. | | | | |

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 10 8 | 1,58888889 | 2,1504 | 2,487 |
| 5 \* 10 8 | 1,58745875 | 2,1667 | 2,5052 |

Таблица 8 – Ускорение работы

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 10 8 | 0,814 | 0,535 | 0,301 |
| 5 \* 10 8 | 0,848 | 0,598 | 0,329 |
| Таблица 9 – Эффективность распараллеливания. | | | |

Задание 3

Написать параллельную программу, вычисляющую произведение квадратной матрицы размера N x N на вектор размера N (N <= 10000). Замерить среднее время выполнения программы для N = 3000, 5000 и 10000 (на каждое – не менее 3 запусков) для 1, 4 и 16 процессов. Вычислить среднее ускорение для 4 и 16 процессов. Рассчитать эффективность параллельного алгоритма. Построить графики ускорения и эффективности.

|  |
| --- |
| #include <iostream>  #include <cmath>  #include <mpi.h>  using namespace std;  int proc\_rank, proc\_num;  int\* Create1(int n)  {  int\* x = new int[n \* n];  for (int i = 0; i < n; i++)  {  for (int j = 0; j < n; j++)  {  x[i \* n + j] = 1;  }  }  return x;  }  int\* Create2(int n)  {  int\* x = new int[n];  for (int i = 0; i < n; i++)  {  x[i] = 1;  }  return x;  }  int main(int argc, char\* argv[])  {  const int buf\_size = 1;  int n = 3000;  int\* x = new int[1], \* y = new int[n], \* z;  double start, end, diff;  MPI\_Init(&argc, &argv);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &proc\_rank);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &proc\_num);  if (proc\_rank == 0)  {  delete[] x;  delete[] y;  x = Create1(n);  y = Create2(n);  start = MPI\_Wtime();  }  int\* countsx = new int[proc\_num];  int\* countsrx1 = new int[proc\_num];  double k = (double)n / proc\_num;  int k1 = (int)k;  if (n % proc\_num != 0)  k1 = n / proc\_num + 1;  for (int i = 0; i < proc\_num; i++)  {  countsx[i] = min((int)((n - k1 \* i) \* n), (int)(k1 \* n));  countsrx1[i] = i \* n \* k1;  }  int\* countsy = new int[proc\_num];  int\* countsry1 = new int[proc\_num];  for (int i = 0; i < proc\_num; i++)  {  countsy[i] = min((int)((n - k1 \* i)), (int)(k1));  countsry1[i] = i \* k1;  }  int\* x1 = new int[countsx[proc\_rank]];  MPI\_Scatterv(x, countsx, countsrx1, MPI\_INTEGER, x1, countsx[proc\_rank], MPI\_INTEGER, 0, MPI\_COMM\_WORLD);  MPI\_Bcast(y, n, MPI\_INTEGER, 0, MPI\_COMM\_WORLD);  int\* sum = new int[countsy[proc\_rank]];  for (int i = 0; i < countsy[proc\_rank]; i++)  {  sum[i] = 0;  for (int j = 0; j < n; j++) {  sum[i] += x1[i \* n + j] \* y[j];  }  }  z = new int[n];  MPI\_Gatherv(sum, countsy[proc\_rank], MPI\_INTEGER, z, countsy, countsry1, MPI\_INTEGER, 0, MPI\_COMM\_WORLD);  if (proc\_rank == 0)  {  end = MPI\_Wtime();  diff = end - start;  cout << diff << endl;  }  MPI\_Finalize();  delete[] x;  delete[] x1;  delete[] y;  delete[] z;  delete[] sum;  } |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Размер, n | Число процессов | | | |
| 1 | 2 | 4 | 8 |
| 3000 | 0,280 | 0,170 | 0,133 | 0,125 |
| 5000 | 0,076 | 0,046 | 0,033 | 0,0303 |
| 10000 | 0,315 | 0,187 | 0,130 | 0,111 |
| Таблица 10 – Время работы алгоритма, сек. | | | | |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 3000 | 1,64705882 | 2,1053 | 2,24 |
| 5000 | 1,65217391 | 2,303 | 2,5083 |
| 10000 | 1,68449198 | 2,4231 | 2,8378 |

Таблица 11 – Ускорение работы

|  |  |  |  |
| --- | --- | --- | --- |
| Размер, n | Число процессов | | |
| 2 | 4 | 8 |
| 3000 | 0,814 | 0,535 | 0,301 |
| 5000 | 0,848 | 0,598 | 0,329 |
| 10000 | 0,935 | 0,584 | 0,312 |
| Таблица 12 – Эффективность распараллеливания. | | | |

Задание 4

Написать параллельную программу, в которой процессы с чётными номерами вычисляют минимальное значение в массиве из M элементов (M < 5∙108), а процессы с нечётными номерами вычисляют скалярное произведение векторов размера N (N < 5∙108). Числа M и N вводятся пользователем. Продемонстрировать корректность работы программы.

Код:

|  |
| --- |
| #include <iostream>  #include <cmath>  #include <mpi.h>  using namespace std;  int proc\_rank, proc\_num;  int\* Create1(int n)  {  int\* x = new int[n \* n];  for (int i = 0; i < n; i++)  {  for (int j = 0; j < n; j++)  {  x[i \* n + j] = 1;  }  }  return x;  }  int\* Create2(int n)  {  int\* x = new int[n];  for (int i = 0; i < n; i++)  {  x[i] = 1;  }  return x;  }  int main(int argc, char\* argv[])  {  const int buf\_size = 1;  int n = 3000;  int\* x = new int[1], \* y = new int[n], \* z;  double start, end, diff;  MPI\_Init(&argc, &argv);  MPI\_Comm\_rank(MPI\_COMM\_WORLD, &proc\_rank);  MPI\_Comm\_size(MPI\_COMM\_WORLD, &proc\_num);  if (proc\_rank == 0)  {  delete[] x;  delete[] y;  x = Create1(n);  y = Create2(n);  start = MPI\_Wtime();  }  int\* countsx = new int[proc\_num];  int\* countsrx1 = new int[proc\_num];  double k = (double)n / proc\_num;  int k1 = (int)k;  if (n % proc\_num != 0)  k1 = n / proc\_num + 1;  for (int i = 0; i < proc\_num; i++)  {  countsx[i] = min((int)((n - k1 \* i) \* n), (int)(k1 \* n));  countsrx1[i] = i \* n \* k1;  }  int\* countsy = new int[proc\_num];  int\* countsry1 = new int[proc\_num];  for (int i = 0; i < proc\_num; i++)  {  countsy[i] = min((int)((n - k1 \* i)), (int)(k1));  countsry1[i] = i \* k1;  }  int\* x1 = new int[countsx[proc\_rank]];  MPI\_Scatterv(x, countsx, countsrx1, MPI\_INTEGER, x1, countsx[proc\_rank], MPI\_INTEGER, 0, MPI\_COMM\_WORLD);  MPI\_Bcast(y, n, MPI\_INTEGER, 0, MPI\_COMM\_WORLD);  int\* sum = new int[countsy[proc\_rank]];  for (int i = 0; i < countsy[proc\_rank]; i++)  {  sum[i] = 0;  for (int j = 0; j < n; j++) {  sum[i] += x1[i \* n + j] \* y[j];  }  }  z = new int[n];  MPI\_Gatherv(sum, countsy[proc\_rank], MPI\_INTEGER, z, countsy, countsry1, MPI\_INTEGER, 0, MPI\_COMM\_WORLD);  if (proc\_rank == 0)  {  end = MPI\_Wtime();  diff = end - start;  cout << diff << endl;  }  MPI\_Finalize();  delete[] x;  delete[] x1;  delete[] y;  delete[] z;  delete[] sum;  } |
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Вывод

В результате выполнения лабораторной работы были получены навыки работы с коллективных взаимодействием технологии MPI и были реализованы задачи с применением MPI.